**LUCRAREA DE LABORATOR Nr. 5**

*Tema:* **Tehnicile prelucrării tablourilor, utilizînd subprograme**

*Scopul lucrării:* însuşirea tehnicilor de algoritmizare şi programare cu subprograme în prelucrarea structurilor complexe în TP şi C.

*Obiectivele temei*

1. Aprofundarea cunoştinţelor în limbajul şi mediul TurboC şi perfecţionarea tehnicii de programare cu subprograme în prelucrarea structurilor complexe.
2. Însuşirea procedeelor de algoritmizare şi progamare prin descompunerea problemei în module autonome care, apoi, vor fi reprezentate prin secvenţe /fragmente de program pentru prelucrarea unor informaţii după principii comune cu apeluri multiple, analizând soluţiile stereotipe şi cele eficiente de introducere, afişare şi rearanjări ale tablourilor etc.
3. Însuşirea tehnicilor eficiente de parcurgere, căutare, schimbare şi ordonare a structurilor şi calculul conform cunoştinţelor obţinute din matematică în baza ciclurilor şi încorporate într-un program complex, alcătuit după principiile structurale şi modulare.

*Subiectele temei şi ordinea executării*

1. Studierea principiilor prelucrării (descrierii, declarării, formării, etc.) tablourilor.
2. Studierea metodei de descompunere top-down a programului pe module aparte care să fie apelate în diferite sectoare a programului, utilizînd subprograme.
3. Însuşirea tehnicilor moderne de elaborare a programelor complexe în C(cu subprograme proprii) în baza problemelor din lucr. de laborator nr.3,4.
4. Elaborarea testelor şi depanarea programului diverse moduri în mediul integrat C.
5. Compararea tehnicilor simple şi celor bazate pe principiile structurale şi modulare.

*Conţinutul raportului (vezi lucr. de laborator nr.1-3) şi s*uplimentar: Analiza erorilor admise pe parcursul efectuării lucrării şi eficienţa algoritmilor elaboraţi.

***Consideraţiile teoretice şi exemple***

***I. Subprograme în TP: PROCEDURI şi FUNCŢII***

După cum aţi făcut cunoştinţă în liceu şi la lucrarea de laborator nr.1, structura unui program simplu în Turbo Pascal cuprinde, de obicei, trei secţiuni, însă programele mai evoluate, care le vom numi complexe, în secţiunea de declaraţii , fiind alcatuită la rîndul ei din cinci subsectiuni, şi mai poate să conţină şi secţiunea de declarare a subprogramelor FUNCTION şi PROCEDURE, elaborate de programator, care reprezintă secvenţe de program subordonate, efectuate eventual în mod repetat, cu parametri diferiţi. Atunci secţiunea de instrucţiuni controlează execuţia programului, numindu-se de aceea şi program principal, şi face apel la eventualele subprograme FUNCTION şi PROCEDURE definite in secţiunea de declaraţii. Deci în programul complex, în afară de accesul la bibliotecile standarde ale TP pentru apeluri la subprogramele predefinite, se mai poate conţine una sau mai multe subprograme (module: proceduri şi funcţii) care sunt secvenţe de program subordonate şi se execută sub controlul lui. Ele sunt scrise o singură dată, însă pot fi apelate de un număr nelimitat după necesitate. Procedurile si funcţiile reprezintă aceeaşi structură în trei secţiuni (antet, secţiune de declaraţii şi secţiune de instrucţiuni) ca şi programul tradiţional scris la lucrările precedente.

***2. Subprograme în C: FUNCŢII***

**2.1. Funcţii si programarea structurata**

Programarea structurata este o metodă ce rezolva problema cu o strategie a programării mai eficientă si are următoarele principii:

1. Structurile de control trebuie sa fie cât se poate de simple;

2. Construcţia unui program trebuie sa fie descrisa top-down.

Descrierea top-down se refera la descompunerea problemei noastre in module (subprobleme). De obicei, aceste module sunt uşor de descris.

**2.1.1 Definirea şi apelarea funcţiilor în C.** În C noţiunea de funcţie este esenţială, deoarece asigură un mecanism de abstractizare a controlului: rezolvarea unei părţi a problemei poate fi încredinţată unei funcţii, moment în care suntem preocupaţi de ce face funcţia, fără a intra în detalii privind cum face funcţia anumite operaţii. Însăşi programul principal este o funcţie cu numele main(), iar programul C este reprezentat de o mulţime de definiri de variabile şi de funcţii.

Funcţiile pot fi clasificate în:

* • funcţii care întorc un rezultat;
* • funcţii care nu întorc nici un rezultat (similare procedurilor din Pascal).

Un program este compus din una sau mai multe funcţii, printre care si "main()" principala funcţie. Întotdeauna execuţia unui program începe cu "main()". Când o funcţie este apelata (sau invocata) atunci controlul programului este pasat funcţiei apelate. După ce aceasta îşi termina execuţia, atunci se pasează înapoi controlul către principala funcţie.

Codul sursă C care descrie ce face o funcţie se numeşte "definiţia funcţiei". Aceasta are următoarea formă generala:

**tip nume\_funcţie (lista\_parametri\_formali)**

**{**

**< declaraţia variabilelor locale, vizibile numai pentra această funcţie; >**

**< instrucţiuni executabile; >**

**return <rezultatul final>;**

**}**

Primul rând se numeşte "header-ul" (antetul) funcţiei, iar ceea ce este inclus intre acolade se numeşte corpul funcţiei. Daca in antet nu precizam parametrii, atunci se va scrie "void" (cuvânt rezervat pentru lista vida). Daca Funcţia nu întoarce nici o valoare, atunci se va scrie ca tip întors tot "void". Tipul returnat (întors) de funcţie este cel precizat in "return" (ce va fi îndată explicat). Parametrii din antetul funcţiei (lista\_parametri\_formali) sunt daţi printr-o lista cu argumente separate prin virgula. Aceste argumente sunt date de tipul argumentului urmat de un identificator ce aparţine acelui tip. Se mai spune ca acel identificator este "parametru formal".

**2.1.1.1 Exemplul definirii şi apelării funcţiilor în C, în stil vechi, când corpul funcţiei se amplasează înaintea lui main():**

**#include <…>**

**void tipareste\_mesaj(int k)**

**{ int i;**

**printf("Iti urez:\n");**

**for (i = 0; i < k; ++i)**

**printf(" O zi buna ! \n");**

**}**

**main()**

**{ int n;**

**printf("Dati un numar natural mic: ");**

**scanf("%d", &n);**

**tipareste\_mesaj(n); /** *apelul functiei tipareste\_mesaj /*

**}**

**Instrucţiunea "return"** Instrucţiunea "return" este folosita pentru doua scopuri. Când se executa o instrucţiune "return", controlul programului este pasat înapoi programului apelant. In plus, daca exista o expresie după acest "return", atunci se va returna valoarea acestei expresii. Instrucţiunea "return" poate avea formele:

**return;**

sau

**return expresie;**

Exemplul 2: Găsirea minimului a doi intregi.

**#include <…>**

**int min(int x, int y)**

**{**

**if (x < y) return x;**

**else return y**

**}**

**main()**

**{**

**int j, k, m;**

**printf("Dati doi intregi: ");**

**scanf("%d%d", &j, &k);**

**m = min(j, k); /** *apelul functiei* **min** */*

**printf("\n%d este minimul dintre %d si %d.\n", m, j, k);**

**}**

**2.1.1.2 Exemplul definirii funcţiilor în C prin *prototipurile funcţiilor*, în stil nou, când corpul funcţiei se amplasează după necesitate fără restricţii în afara lui main():**

In C, apelul unei funcţii poate apare înaintea declarării ei. Funcţia poate fi definita mai târziu in acelaşi fişier, sau in alt fişier sau dintr-o biblioteca standard. In ANSI C, prototipul funcţiei remediază problema punând la dispoziţie numărul si tipul argumentelor funcţiei. Prototipul specifica, de asemenea, si tipul returnat de funcţie.

Sintaxa prototipului unei funcţii este:

**tip nume\_funcţie (lista\_tipuri\_parametri\_formali);**

In lista de parametri putem specifica chiar si parametrul, dar acesta este optional. Daca Funcţia nu are parametri, atunci se foloseşte "void".

Exemplu: Reluam un exemplu precedent.

#include <…>

**main()**

**{**

**int n;**

**void tipareste\_mesaj(int);**

**printf("Dati un numar natural mic: ");**

**scanf("%d", &n);**

**tipareste\_mesaj(n);**

**}**

**void tipareste\_mesaj(k)**

**{**

**int i;**

**printf("Iti urez:\n");**

**for (i = 0; i < k; ++i)**

**printf(" O zi buna ! \n");**

**}**

Prototipul unei funcţii poate fi plasat in corpul altei funcţii, sau de regula, se scriu la începutul programelor după directivele #include <…> si #define.

**2.2. Descrierea metodei "top-down"** Presupunem ca avem de citit câţiva întregi si trebuie sa-i afişăm in ordine pe coloane (in capătul de sus al coloanelor trebuie sa scriem numele câmpului), sa le afişăm suma lor parţiala, minimul si maximul lor. Pentru scrierea unui program C ce face acest lucru, vom utiliza proiectarea (descrierea) "top-down".

Astfel, descompunem problema in următoarele module:

1. Un antet pentru problema data;

2. Scrierea câmpurilor;

3. Citirea si scrierea lor pe coloane.

Toţi aceşti trei paşi vor fi descrişi in câte o funcţie ce se apelează din "main()". Obţinem, un prim cod sursă:

#include <…>

**main()**

**{**

**void tipareste\_antet(void);**

**void scrie\_campurile(void);**

**void citeste\_scrie\_coloanele(void);**

**/** *apelurile funcţiilor:***/**

**tipareste\_antet();**

**scrie\_campurile();**

**citeste\_scrie\_coloanele();**

**}**

Aceasta reprezintă într-un mod foarte simplu descrierea "top-down". Daca o problema este prea grea, atunci o descompunem in module, si apoi le rezolvam pe acestea. Beneficiul suplimentar al acestei metode este claritatea sa.

**void tipareste\_antet(void)**

**{**

**printf("\n%s%s%s\n",**

**"\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n",**

**"\* Calculul sumelor, minimului si maximului \*\n",**

**"\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");**

**}**

Funcţia ce foloseşte la scrierea câmpurilor este la fel uşor de scris:

**void scrie\_campurile(void)**

**{**

**printf("%5s%12s%12s%12s%12s\n\n",**

**"Numar", "Articol", "Suma", "Minimul", "Maximul");**

**}**

Urmeaza apoi funcţia ce serveste la scrierea înregistrărilor referitoare la câmpurile discutate mai sus:

**void citeste\_scrie\_coloanele(void)**

**{**

**int contor = 0, articol, suma, minim, maxim;**

**int min(int, int), max(int, int);**

**if (scanf("%d", &articol) == 1)**

**{**

**++contor;**

**suma = minim = maxim = articol;**

**printf("%5d%12d%12d%12d%12d\n\n", contor, articol, suma, minim, maxim);**

**while (scanf("%d", &articol) == 1)**

**{**

**++contor;**

**suma += articol;**

**minim = min(articol, minim);**

**maxim = max(articol, maxim);**

**printf("%5d%12d%12d%12d%12d\n\n",**

**contor, articol, suma, minim, maxim);**

**}**

**}**

**else printf("Nici o data nu a fost citita.\n\n");**

**}**

Daca datele se introduc de la tastatura, atunci tabelul se va afişa "intrerupt" de citirile ce au loc de la tastatura. Astfel, se prefera citirea dintr-un fişier extern. Presupunem ca fişierul nostru executabil (asociat fişierului sursa scris in C) se numeşte "numere.exe" si am creat un fişier numit "fisier.int" ce contine urmatoarele numere:

19 23 -7 29 -11 17

Dând comanda

numere < fişier.int vom obtine un tabel ce contine toate datele dorite.

**Invocare si apel prin valoare** O funcţie este invocata prin scrierea numelui sau împreuna cu lista sa de argumente intre paranteze. De obicei, numărul si tipul acestor argumente se "potriveste" cu parametrii din lista de parametri prezenti in definitia funcţiei. Toate argumentele sunt apelate prin valoare ("call-by-value"). Asta inseamna ca fiecare argument este evaluat si valoarea sa este folosita ca valoare pentru parametrul formal corespunzator. De aceea, daca o variabila (argument) este folosita la transmiterea unei valori, atunci valoarea ei nu se schimba.

Exemplu:

#include <…>

**main()**

**{**

**int n=3, suma, calculeaza\_suma(int);**

**printf("%d\n", n);** /\* se va scrie 3 \*/

**suma = calculeaza\_suma(n);**

**printf("%d\n", n);** /\* se va scrie 3 \*/

**printf("%d\n", suma);** /\* se va scrie 6 \*/

**}**

**int calculeaza\_suma(int n)** /\* suma numerelor de la 1 la n \*/

**{**

**int suma = 0;**

**for ( ; n > 0; --n)** /\* n se schimba aici, dar nu si in main() \*/

**sum += n;**

**printf("%d\n", n);** /\* se va scrie 0 \*/

**return suma;**

**}**

Chiar daca **n** este trimis ca argument in funcţia "calculeaza\_suma()" si valoarea lui n se modifica in aceasta funcţie, valoarea sa din mediul apelant rămâne neschimbata. Vom vedea mai târziu cum se poate simula apelul prin adresa ("call-by-reference").

Deosebirea dintre "return" si "exit" Exista doua procedee de a returna o valoare.

**return expresie** si **exit(expresie)**

Daca se folosesc in "main()", atunci acestea sunt echivalente, dar in orice alta funcţie efectul lor este diferit (in ANSI C, Funcţia "main()" intoarce o valoare de tip int). Un apel al lui exit() in orice alta funcţie va implica terminarea execuţiei programului si returnarea valorii către mediul apelant (sistemul de operare sau mediul de programare C). Valoarea returnata se numeşte stare de iesire ("exit status"). Prin convenţie, starea de iesire zero indica terminare cu succes, pe cand iesire cu un numar diferit de zero indica o situatie anormala.

***Exemplu model: Scopul lucrarii :*** Însuşirea tehnicii top-down de algoritmizare şi programare cu funcţii şi în prelucrarea structurilor complexe în C/C++.

***Sarcina lucrarii :*** Sunt date tablourile X={xi}, i=1…n; Y={yi}, i=1…n şi valoarea w, în baza cărora să calculeze valorile lui v:

![](data:image/png;base64,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)

**Schema bloc:**

scanf(n,w)

i=0

i<n

scanf(x[i])

i++

w==1

v=first(x,y,n)

w==2

w==3

i=0

i<n

i++

v=pow(\*(a+i),2)+pow(\*(b+i),2)+\*(a+i)\*\*(b+i);

i=0

i<n

s1=s1+pow(\*(a+i),2)

s2=s2+pow(\*(b+i),2)

i++

j=0

j<n

s=1

i=0

i<j

s=s\*\*(b+i)

i++

v=v+\*(a+j)+s

j++

v=second(x,y,n)

v=third(x,y,n)

**Listingul :**

#include<stdio.h>

#include<conio.h>

#include<math.h>

**int first(int x[],int y[],int n)**

{

int i,v,\*a,\*b;

a=x;b=y;

for(i=0;i<n;i++)

v=pow(\*(a+i),2)+pow(\*(b+i),2)+\*(a+i)\*\*(b+i);

return v;

}

**int second(int x[],int y[],int n)**

{

int i,v,\*a,\*b,s1,s2;

a=x;b=y;s1=0;s2=0;

for(i=0;i<n;i++)

{

s1=s1+pow(\*(a+i),2);

s2=s2+pow(\*(b+i),2);

}

return s1\*s2;

}

**int third(int x[],int y[],int n)**

{

int j,i,v,\*a,\*b,s;

a=x;b=y;v=x[1];

for(j=0;j<n;j++)

{

s=1;

for(i=0;i<j;i++)

s=s\*\*(b+i);

v=v+\*(a+i)+s;

}

return v;

}

main()

{

clrscr();

int i,j,n,x[50],y[50],v,w;

printf("Introduceti marimea masivelor:");

scanf("%d",&n);

printf("\nIntroduceti valorile masivului x:");

for(i=0;i<n;i++)

scanf("%d",&x[i]);

printf("\nIntroduceti valorile masivului y:");

for(i=0;i<n;i++)

scanf("%d",&y[i]);

printf("\nIntroduceti w:");

scanf("%d",&w);

**if(w==1) v=first(x,y,n);**

**if(w==2) v=second(x,y,n);**

**if(w==3) v=third(x,y,n);**

printf("\nRezultatul este: %d",v);

getch();}

Exercitii propuse spre implementare

1. Folosind funcţiile "rand()", "min(,)" si "max(,)", sa se genereze **n** numere naturale si sa se afiseze minimul si maximul dintre acestea.

2. (Jocul cap-pajura, simulare Monte-Carlo) Presupunem ca dispunem de o moneda ideala (nemasluita). Doi jucatori arunca cu moneda dupa urmatoarele reguli:

1.a. Se fac un numar total de n aruncari;

1.b. Primul jucator arunca moneda si celalalt spune "cap" sau "pajura";

1.c. Daca acesta "ghiceste" ce va pica moneda, atunci se inverseaza jucatorii (adica arunca al doilea si primul incearca sa ghiceasca);

1.d. La sfarsit, trebuie afisat scorul (si procentul de castig al fiecaruia).

3. (Conjectura lui Goldbach)

Orice numar par mai mare decat 2 se poate scrie ca suma a doua numere prime. Scrieti un program C care verifica aceasta conjectura pentru numere situate intre m si n. De exemplu, daca m=700 si n=1100, atunci afisati:

700 = 17 + 683

702 = 11 + 691

704 = 3 + 701

...

1098 = 5 + 1093

1100 = 3 + 1097

Generalizare: Scrieti toate combinatiile posibile de adunare a doua numere prime egal cu un numar dat.
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